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Abstract

:

Audit logs are a critical component in today’s enterprise business systems as they provide several benefits such as records transparency and integrity and security of sensitive information by creating a layer of evidential support. However, current implementations are vulnerable to attacks on data integrity or availability. This paper presents a Blockchain-based audit trail mechanism that leverages the security features of Blockchain to enable secure and reliable audit trails and to address the aforementioned vulnerabilities. The architecture design and specific implementation are described in detail, resulting in a real prototype of a reliable, secure, and user-friendly audit trail mechanism.
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1. Introduction


Nowadays, we are in a fully digitalized world where the number of connected devic-es is growing exponentially due to their great usefulness in various sectors such as ad-vanced manufacturing, wearables, connected vehicles, etc. However, although connected devices may seem harmless, in reality they are susceptible to being accessed and manip-ulated (due to their Internet connectivity), and they do not often follow good security prac-tices; for example, software updates and patches are relatively difficult to perform [1,2]. This makes them easy prey for cybercriminals looking for such devices as an entry point into corporate networks or other more protected parts of the network. For this reason, sev-eral security solutions have been suggested in the literature to ensure the security of con-nected devices [3,4,5]; however, this security should still be audited to achieve a high level of confidence in these devices [6].



Well-managed audit trails are currently key indicators of good internal business control, not only with connected devices, but in any type of environment, as they are critical components in providing useful services such as audit processes, secure information storage, tracking of changes made to recorded data, and detection of discrepancies, anomalies, and malicious activities [7,8]. Audit trails have evolved from manual to automated electronic records gaining in accuracy, accessibility, and usability. However, despite their great utility, they are not without vulnerabilities [9,10]. Current audit trail implementations are vulnerable to several attacks, which allow adversaries to manipulate data, meaning that integrity could be severely compromised. Traditional audit data protection schemes, such as those used in some online transaction processing [11], include the use of an append-only device such as continuous feed printer or write once read multiple (WORM) optical devices. These systems operate under the weak security assumption that the logging site cannot be compromised. However, this security assumption is totally inadequate, and some attackers have managed to exploit logging vulnerabilities [12]. Once attackers enter the system, they can corrupt the accessed audit logs or even completely disable the audit functionality.



Moreover, most organizations that include audit functionalities store the trail in relational databases, which can be easily altered or even deleted, leading to a lack of trust in the process. In addition, audit trails are usually under the control of a central authority that controls and manages information records. In this context, the reliance on that central authority to maintain correct and accurate information is reduced because there is no mechanism to verify the status of the audit logs. To counter the aforementioned attacks, Blockchain technology [13] has started to be considered as a suitable technology for auditing purposes. Although the rise of the Blockchain technology is quite recent, it really offers the promise of a secure, transparent, and affordable solution for audit trails. On the one hand, Blockchain solves the problem of trust in a central authority by maintaining records and transactions of information resources across a distributed network, rather than in a central authority. On the other hand, Blockchain creates an immutable record of transactions where nonrepudiation is guaranteed by design. In other words, the need for immutable audit data storage that is not governed by a central authority can be guaranteed with Blockchain. However, although Blockchain has been shown to be a suitable technology to backbone audit trails due to its integrity, decentralization, and nonrepudiation characteristics, it is still not widely deployed as it is not easy to use [14].



The main contribution of this paper is the detailed design and implementation of a real prototype of a Blockchain-based audit trail mechanism to improve the security and usability of current audit trails solutions.



The paper is organized as follows: Section 2 starts with an overview description of Blockchain technology and the main existing Blockchain-based audit mechanisms, identifying their main limitations that have motivated this research. Section 3, Section 4 and Section 5 present the design, the implementation, and the operation of the proposed audit trail mechanism. Section 6 describes some experiments carried out for its validation. Lastly, Section 7 draws the main conclusions and future work of the research.




2. Background and Motivation


2.1. Blockchain Technology


Blockchain [13] has emerged as an immutable transaction ledger created through a distributed network of peer nodes that maintain a copy of the ledger by applying transactions that have been previously validated by a consensus protocol and grouped into blocks with a cryptographic hash that links each block to the previous one. In this way, given the last block, the previous ones cannot be modified without altering the subsequent blocks (i.e., the data are resistant to modification). Another key aspect of these data structures is that transactions are digitally signed by the creator, so that the origin of a piece of data can always be traced back to its creator. In addition, Blockchain eliminates the need for a central controlling authority to manage transactions or maintain records (disintermediation).



There are different types of Blockchain technologies [15,16]. Bitcoin [17] was the first public Blockchain. It was presented by Satoshi Nakamoto and has been used as a widely available payment system. Later, Ethereum [18], another public Blockchain, appeared with a new and ambitious goal based on enabling distributed computing through smart contracts. This was one of the main improvements of Blockchain technology: decentralized applications (DApps) based on smart contracts that provide the abstraction and execution of business logic on a trusted platform. Smart contracts [19] are self-executing and self-enforcing computer contracts that are governed by explicit terms and conditions set between two or more parties.



In addition to public Blockchain networks where there are no restrictions on participation, private Blockchains that are used with authorized participants have also started to appear. A governing entity (a set of participants) usually allows the entry of new participants and decides on their permissions. In this context, Hyperledger Fabric [20] is the most famous private Blockchain network; Ethereum also has its own private version, known as Quorum [21], created by JP Morgan and currently managed by ConsenSys [22]. Both offer privacy, robustness, scalability, and improved performance. However, Quorum stands out for its simplicity and high maturity, as it is based on a fork of the Ethereum Blockchain with the main design goal of reusing existing technology as much as possible and maintaining synchronization with upcoming versions of the public Ethereum codebase.




2.2. Current Blockchain Based Audit Solutions


Although the literature has widely proposed the use of Blockchain technology to solve some of the main vulnerabilities of traditional audit trail mechanisms, as shown in surveys [23,24,25], there is still limited research on actual implementations that not only consider security improvements, but also take into account a high level of usability.



Several industry blog posts, such as [26,27], as well as articles from the research community [28,29,30], have scratched the surface on the use of Blockchain for auditing, but without delving into specific implementation details. However, there have been some attempts to realize the idea of Blockchain-based auditing systems. Table 1 summarizes the main contributions of existing approaches, in addition to identifying their main limitations that will be overcame with the proposed method.



While all previous studies on Blockchain-based approaches for auditing mechanisms aimed at improving security, none of them addressed usability aspects, which are rather limited when Blockchain technology comes into play. Today, Blockchain accounts are needed to interact with the Blockchain and to obtain information recorded on it through the logic of DApps. This is often a limiting requirement as it is not currently common for ordinary users to have a Blockchain account and, even if they do, to know how to use it properly.




2.3. Motivation


Motivated by the limitations of existing research about Blockchain-based auditing systems identified in Section 2.2, the aim of this research was to go deeper including the particularities of the Blockchain-based implementation for a general-purpose solution, as well as usability aspects. In this sense, a Blockchain monitoring tool is recommended that provides a graphical and web-based interface to access the information recorded in the Blockchain in a user-friendly way, with the Blockchain being fully transparent to users. In this way, users unfamiliar with the underlying technology will also be able to use the auditing system, enhancing the mass adoption of this solution.



Taking into account above considerations, the main requirements for the general-purpose Blockchain-based audit trail mechanism proposed in this research that enhances the security and usability of current audit trails solutions are gathered in Table 2.





3. Audit Trail Mechanism Architecture


Audit trails are information records that catalog important events to provide supporting documentation and history useful for security and operational actions or for mitigating challenges, including details on the date, time, and user information associated with the event. They provide a baseline for audit or analysis when necessary (an error has been detected, risk management, etc.).



The proposed mechanism is implemented through smart contracts backboned by a Blockchain network, to take advantage of the following inherent features of Blockchain:




	
Integrity: The information recorded in Blockchain cannot be manipulated. As the information is distributed across multiple nodes, it cannot be modified at all. In this way, fraud prevention and detection are almost unnecessary.



	
Authenticity: Blockchain provides an unalterable assurance of origin; thus, nonrepudiation is guaranteed.



	
Long-term maintenance of audit information: Once information has been entered into the Blockchain, it can never be deleted; consequently, the audit trail will always be traceable.








Figure 1 shows the architecture design of the proposed Blockchain-based audit trail mechanism.



It consists of five main elements:




	
Blockchain network: A permissioned Blockchain network should be considered as the backbone. All information provided to the audit trail will be recorded in all the nodes of the Blockchain, ensuring its integrity, authenticity, and long-term maintenance. This means that both the auditing system functionality and the information registered in the system cannot be modified at all, making them totally reliable.



	
Smart contracts: The audit trail functionalities are implemented through smart contracts deployed on the Blockchain network. Like information, smart contracts are registered on all the nodes of the Blockchain, ensuring their integrity and secure execution. Auditing functionalities include the registration of necessary data to be audited on the Blockchain, as well as the consumption of this previously registered data for integrity validation. In addition, Blockchain-based events will be generated to feed the Blockchain monitor.



	
Blockchain client: Each component using the auditing functionalities backboned by Blockchain needs a Blockchain client to be able to interact with the Blockchain. This Blockchain client will be deployed as a docker image for usability and interoperability reasons. This Blockchain client exposes a REST API to be able to interact with it.



	
Blockchain monitor: It listens for Blockchain events from the audit trail mechanism smart contract and normalizes and categorizes the details for correct consumption from the Blockchain monitor client. The Blockchain monitor allows isolating external users from the need to have a Blockchain client (or, at least, a Blockchain account) to consume the information recorded on the Blockchain.



	
Blockchain monitor client: This client consumes the normalized and categorized information from the Blockchain monitor.









4. Audit Trail Mechanism Description


This audit trail mechanism was designed and implemented within the Horizon 2020 project KYKLOS 4.0 (Grant agreement ID: 872570), where it will also be validated to provide audit trail functionalities in the manufacturing ecosystem.



This section describes the specific details of the implementation of each of the components of the audit trail mechanism.



4.1. Blockchain Network


A permissioned Quorum network was considered for the audit trail mechanism due to some of its characteristics:




	
Smart contracts are quite advanced. They are based on Solidity [39], allowing the use of all the logic of a complete Turing machine [40].



	
Without cryptocurrency. There are several applications, such as audit trails, that do not require cryptocurrencies. In these cases, there is no need to complicate the operation of the network with cryptocurrency support; the revenue model, if necessary, should be outside the network.



	
New consensus algorithms. Quorum leverages RAFT [41] for collision fault tolerance and IBFT consensus [42] for Byzantine fault tolerance, increasing speed and not requiring large processing capacity at the nodes as in, for example, public networks with proof-of-work consensus algorithms [43]. Consequently, performance increases.



	
Increased scalability, in terms of both participants and activities. Quorum is a permissioned network in which only authorized nodes can participate. These new participating nodes must have permission to be part of the Blockchain and be able to verify transactions, execute smart contracts, and maintain the state of the ledger. Figure 2 shows the architecture of a Quorum node.








As introduced in Section 2, the Quorum implementation is a fork of Ethereum, adapting it to work in a permissioned context. Quorum nodes manage the communication with Blockchain clients, as well as with other nodes, using the general-purpose Constellation p2p system to communicate with secure messages [44]. The Constellation module in the Quorum node consists of two submodules:




	
Transaction manager: It manages private transactions by allowing access and sending and receiving encrypted payloads to other transaction managers on other Quorum nodes. It uses Enclave to perform cryptographic operations.



	
Enclave: It performs all necessary encryption and decryption operations.









4.2. Smart Contracts for Audit Trail


The intelligence for the audit trail mechanism is implemented through smart contracts deployed on the Blockchain network. The main functionalities are described below.



4.2.1. User Management


The possibility to use an audit trail mechanism should be limited to authorized users only. For this purpose, two types of users are defined:




	
Administrators: These entities are those who can authorize or deny users to use the audit trail mechanism. Administrators can also define or delete other new administrators. The first administrators in the system are the participants of the Blockchain network.



	
Authorized users: These users are authorized by an administrator to use the audit trail mechanism. The audit trail data associated with each user can only be updated or retrieved by its owner (the user who registered it). Therefore, although multiple users may register audit trail information on the same Blockchain network, each user will only have access to the information associated with themself.








Users are identified in the Blockchain-based audit trail mechanism by their Blockchain address (it is unique). No additional personal information is needed.




4.2.2. Administrator Functionalities


Administrators are the only users who can execute functionalities related to the general management of the system. These functionalities include (but are not limited to) the following:




	
Define new administrators (the new administrator ID is needed).



	
Remove an existing administrator (the administrator ID is needed).



	
Check if a specific user ID is an administrator in the system (the administrator ID is needed).



	
Obtain the number of administrators in the system.



	
Authorize a new user (the new authorized user ID is needed).



	
Deauthorize an existing authorized user (the authorized user ID is needed).



	
Check if a specific user ID is an authorized user (the authorized user ID is needed).



	
Obtain the number of authorized users in the system.









4.2.3. Authorized User Functionalities


Authorized users are those who can use the audit trail mechanism by recording or retrieving the audited data. A specific audit trail data model is needed. The following fields are proposed as an example for the audit trail data model:




	
ID: This is an internal ID to identify the audit trail record in the Blockchain. It is automatically generated by the smart contract.



	
Owner: This refers to the authorized user ID (authorized user Blockchain address) who has registered the audit trail. The owner is the only one with permission to update or retrieve this information. It is automatically detected by the smart contract.



	
Data: This refers to the audit trail registered in the system for auditing purposes. The data could be provided by the authorized user as a name-value, to allow the registration of different types of information and provide a general-purpose solution (not limited to a specific application or domain). The value can be encrypted if necessary.



	
creationTimestamp: This refers to the timestamp of the audit trail data registering process in seconds since the epoch. It is automatically generated by the smart contract.



	
updatedTimestamp: This refers to the timestamp of the audit trail data last updating process in seconds since the epoch. It is automatically updated by the smart contract.








The functionalities related to the audit trail mechanism for authorized users include (but are not limited to) the following:




	
Register a new audit trail (data information is needed).



	
Update an existing audit trail (ID of the audit trail and new data are needed).



	
Obtain an existing audit trail (ID of the audit trail is needed).








It is not possible to delete information recorded in the Blockchain, which is why the “delete” functionality has not been included.



Every time an operation is executed in the smart contract, a Blockchain-based event is generated to feed the Blockchain monitor. The Blockchain-based events to be generated include (but are not limited to) the following:




	
A new administrator is added.



	
An existing administrator is removed.



	
A new user is authorized.



	
An existing user is deauthorized.



	
A new audit record is registered.



	
An existing audit record is updated.










4.3. Blockchain Client


The Blockchain client is the application that users need to interact with the functionalities of the Blockchain-based audit trail implemented through smart contracts. In this context, the main functionalities of the Blockchain client are described below.



4.3.1. Blockchain Account Management


Each user using the Blockchain-based audit trail mechanism requires a Blockchain account. This consists of a Blockchain address, which identifies the user in the Blockchain network (in fact, it will be the user ID in the system), as well as an associated private key which should only be known by the user (the private key should be securely stored.). The account information is usually managed through a “Blockchain wallet”, whose implementation is included in the Blockchain client to isolate users from any Blockchain dependency. In this context, the functionalities available in the Blockchain client related to account management are the following:




	
Create a new account. A new address and an associated private key are generated.



	
Obtain the address associated with a private key (the private key obtained when creating a new account is needed).



	
Add the account to the wallet (the private key is needed).



	
Obtain the address added to the account. The address previously added to the wallet is obtained.








In theory, wallets can store information about different accounts. However, for accountability reasons, the number of accounts per wallet is limited to one as the address will be the user identifier (user ID) in the system; thus, only one address should be managed by each wallet. For this reason, as there is only one account per wallet, the Blockchain client automatically uses the account details from the wallet without the need to explicitly provide them.




4.3.2. Blockchain Transactions Generation


The interaction with the smart contract deployed on the Blockchain is done through Blockchain transactions. The Blockchain client automatically generates the transaction necessary to execute all the functionalities available in the smart contracts. The Web3.js library [45] is used.




4.3.3. REST API for External Interaction


The Blockchain client exposes an REST API to allow users to easily use the Blockchain client and execute all functionalities described above. In this way, integration in different systems is easier.





4.4. Blockchain Monitor


The Blockchain monitor listens for Blockchain-based events generated by the smart contracts, notifying about updates in the audit trail. It provides a mechanism for external users (e.g., external auditors) to verify the audit trail recorded on the Blockchain in an easy way (making Blockchain transparent for users).



Figure 3 shows the internal architecture of the implemented Blockchain monitor.



The Blockchain monitor consists of four main elements:




	
Eventeum [46]: This is a middleware that serves as a bridge between the smart contracts deployed on the Blockchain network and the application layer of the Blockchain monitor. It is in charge of listening to all the Blockchain events from the Blockchain-based audit trail mechanism and transmitting them to Logstash using Kafka.



	
To listen to the events, it is necessary to be subscribed to the events of the specific smart contract addresses (each smart contract has a Blockchain address, which identifies itself in the Blockchain). In addition, it is also necessary to indicate to Eventeum the specific format of the events (event ID, order of the event parameters, type of the event parameters).



	
Apache Kafka [47]: This is the intermediary platform used to distribute and process message flows between Eventeum and Logstash. It allows data to be communicated very quickly, categorizing them in different topics if necessary.



	
Logstash [48]: This is a log management tool whose function is to collect all the events it receives from Eventeum, through Kafka, and normalize them before routing them to the Elasticsearch service for processing.



	
Elasticsearch [49]: This is a distributed search and analysis engine, which allows storing, indexing, and processing information. It receives data from the Logstash service and categorizes the information into different categories: users and data. The information stored in Elasticsearch can be recreated from scratch at any time in case of a security incident, resulting in a fully reliable source of information. Elasticsearch exposes an REST API to access the information.









4.5. Blockchain Monitor Client


There may be several options for consuming data from the Blockchain monitor. However, Kibana [50] was considered the best option due to its high compatibility with Elasticsearch, as well the large number of graphical capabilities it offers, which would greatly improve the usability of the system. Kibana is a graphical interface which displays the information analyzed in Elasticsearch in real time through customized dashboards. Access to Kibana dashboards requires authentication, and different roles can be created to access different types of information.



In the audit trail mechanism, Kibana graphically displays information about the Blockchain events. Two types of dashboards are proposed:




	
The general dashboard, where the current audit trail information is displayed (latest updates). Figure 4 shows a general dashboard from the KYKLOS 4.0 project, as an example, showing information about registered users, registered components, and registered features of the different components.








	
The history report, where all updates associated to an audit trail since its creation can be consulted, being able to detect all changes occurred and when they took place. It is not necessary to add details about who has updated the component information because only the owner of the audit trail can update its associated audit trail. The history report on its audit trail is accessed from the general dashboard by accessing each specific audit trail ID (shown as blue links in Figure 4). Figure 5 shows an example of the history for a component registered in the KYKLOS 4.0 project.








5. Audit Trail Mechanism Operation


As explained in Section 4, there are three types of actors interacting with the audit trail mechanism:




	
Administrators: people, automated systems, etc. who manage the system and authorize users to use it.



	
Authorized users: people, automated systems, etc. who provide data to be registered in the Blockchain-based auditing mechanism and consume it as required. Authorized users always need the Blockchain client to interact with the Blockchain.



	
External data consumers: people who consume the data registered in the Blockchain-based audit trail mechanism. They do not need any Blockchain client as they do not access the Blockchain directly, but they access the Blockchain monitor, which has a copy of all-important events occurring on the Blockchain by means of the subscribed Blockchain-based events. They cannot register or modify audit trails on the Blockchain. They only need to access the Blockchain monitor client by means of a web browser.








Figure 6 shows the sequence diagram of the audit trail mechanism operation in which the most important events are depicted. All events shown in Figure 6 are automatic except for the interactions with the three actors mentioned above.



The operation process has the following steps:




	
An administrator must authorize a user to use the audit trail mechanism.



	
The authorized user can register a new audit trail (new data will be registered in the Blockchain)



	
The authorized user can update an existing audit trail (data recorded in the Blockchain will be updated).



	
The authorized user can obtain the current version of an existing audit trail.



	
An external data consumer can obtain the information recorded on the Blockchain (main dashboard or history report) by means of the web-based Blockchain monitor client (authentication is required).









6. Validation Experiment


The correct operation of the proposed audit trail mechanism was validated through the level of compliance with the requirements defined in Section 2.3 for a Blockchain-based audit system that enhances the security and usability of current audit solutions. For this purpose, a controlled laboratory validation scenario was deployed as follows:




	
Blockchain network: Three Quorum Blockchain nodes were locally deployed as docker images for validation purposes (kyklos_network_node1_1, kyklos_network_node2_1 and kyklos_network_node3_1 in Figure 7); however, in real deployments, additional nodes managed by different owners are recommended to improve decentralization and governance of the Blockchain network. The implemented smart contracts with the functionalities described in Section 4 were registered (deployed) on the Blockchain network.








	
Blockchain monitor and Blockchain monitor client: One instance of each of the required services for the Blockchain monitor and Blockchain monitor client were locally deployed as docker images for validation purposes; in real deployments, at least the Blockchain monitor client must be publicly accessible.



	
Eventeum was deployed through the kyklos40_eventeum_1 docker image in Figure 7. The internal operation of Eventeum requires Mongo DB [51] (kyklos40_mongodb_1 in Figure 7).



	
Kafka was deployed through the kyklos40_kafka_1 docker image in Figure 7. The internal operation of Kafka requires Zookeeper [52] (kyklos40_zookeeper_1 in Figure 7).



	
Logstash, Elasticsearch, and Kibana, as part of the Elastic Stack, were deployed through the Logstash, Elasticsearch, and Kibana docker images in Figure 7, respectively.



	
Blockchain client: One Blockchain client instance was locally deployed as a Node.js application for validation purposes by means of the PM2 process manager [53] (KYKLOS_HTTP_SERVER in Figure 8); however, in real deployment, any component that is likely to provide audit information should deploy its own instance of Blockchain client.
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Figure 8. Node.js application from the validation experiment. 






Figure 8. Node.js application from the validation experiment.
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Table 3 summarizes how the requirements identified in Table 2 (Section 2.3) were addressed in the validation experiment, resulting in a secure and user-friendly general-purpose Blockchain-based auditing system.



As a result, the proposed Blockchain-based auditing system solves the main limitations of the current Blockchain-based auditing solutions that were identified in the state-of-the-art analysis (Section 2.2). Table 4 gathers how the proposed auditing mechanism addresses the identified limitations.




7. Conclusions


This paper improves the security and usability of current audit trail solutions by designing and implementing a novel general-purpose Blockchain-based audit trail mechanism. On the one hand, the proposed mechanism leverages Blockchain inherent security features such as integrity, traceability, availability, and nonrepudiation to ensure a high security level of audit trails. On the other hand, a Blockchain monitor is included to enable high usability and isolate users from the use of Blockchain as backbone. As a result, a real prototype of a general-purpose Blockchain-based audit trail mechanism that contributes to more reliable, secure, and user-friendly audit trails was presented and described in detail with emphasis on the technical particularities of using the Blockchain technology. Additionally, their improvements over the state-of-the-art methods were identified.



The proposed auditing mechanism will be validated within the Horizon 2020 project KYKLOS 4.0 (Grant agreement ID: 872570) to provide audit trails of technical manufacturing components configurations. However, it is not a domain-specific system and can be used in any other type of ecosystem, such as banking, healthcare, the food industry, etc. Further research is needed in terms of performance evaluation (latency and gas consumption) in production environments.



The research will continue by improving the proposed mechanism by defining security detection rules, which would lead to a new approach to security information and event management (SIEM) systems where data monitoring and traceability are essential.
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Figure 1. Audit trail mechanism architecture. 
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Figure 2. Quorum node architecture. 
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Figure 3. Blockchain monitor architecture. 






Figure 3. Blockchain monitor architecture.



[image: Algorithms 14 00341 g003]







[image: Algorithms 14 00341 g004 550] 





Figure 4. Example of a graphical monitor client (general dashboard from KYKLOS 4.0 project). 
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Figure 5. Example of a graphical monitor client (history report from KYKLOS 4.0 project). 
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Figure 6. Audit trail mechanism operation sequence diagram. 
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Figure 7. Docker images deployed in the validation experiment. 
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Table 1. Blockchain-based audit trail existing approaches (contributions and limitations).
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	Study
	Main Contribution
	Main Limitations





	[31]
	Upgrade of an existing traditional auditing system to improve its security using Blockchain.
	Lack of technical aspects specific to the Blockchain technology.



	[32]
	Detailed description of how to use Blockchain for bank accountability.
	Limited to banking context (broader applicability limited). Usability is not considered.



	[33,34,35,36]
	Auditing mechanisms based on data recorded in traditional database/InterPlanetary File System (IPFS) systems/secure log systems + tamperproof in Blockchain.
	Availability is at risk (traditional databases). Two systems are required; complexity increases (synchronization is required).



	[37]
	Detailed description of how to use Blockchain for wide area protection systems
	Limited application. Usability is not considered.



	[38]
	Detailed description of how to use Bitcoin for secure log management.
	Auditing functionality is not secure enough (Blockchain only saves data but does not execute auditing functions; an additional log server is needed). Usability is not considered.










[image: Table] 





Table 2. Blockchain-based audit trail mechanism requirements.
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	Requirement Name
	Description





	Inalterability (integrity)
	The audit trail mechanism should provide inalterable evidence of information needed for audit purposes.



	Long-term maintenance
	The audit trail mechanism must retain evidence of past information (history records).



	Assurance of origin
	The origin of all data recorded in the audit system should be securely identifiable.



	Simultaneity
	The audit trail mechanism should be able to support simultaneous input/output interaction from different stakeholders.



	Availability
	The audit trail mechanism must have a very high availability (close to 99%).



	Confidentiality
	All incoming and outgoing communications must be encrypted.



	Access control
	Data recorded in the audit trail mechanism should only be provided and/or consumed by authorized users.



	Usability
	The audit trail mechanism must provide a graphical and user-friendly interface.



	Multidomain
	The audit trail mechanism should be used in any kind of use-case, without limiting it to a particular environment.



	Abstraction of the Blockchain
	The audit trail mechanism must provide the possibility of accessing the recorded data and abstracting the Blockchain technology, thus enabling its mass adoption.



	REST API
	The audit trail mechanism must provide an REST API to facilitate the input/output interaction of information sources.
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Table 3. Blockchain-based audit trail mechanism requirements coverage.
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	Requirement Name
	How It Was Addressed





	Inalterability (integrity)
	Blockchain owns inherent characteristic of integrity (the information recorded on the Blockchain cannot be modified/altered at all).



	Long-term maintenance
	Blockchain owns the inherent characteristic of long-term maintenance (the information recorded on the Blockchain cannot be erased).



	Assurance of origin
	Blockchain has the inherent feature of guarantee of origin (the information recorded on the Blockchain is always associated with a specific account on the Blockchain).



	Simultaneity
	Each stakeholder providing or consuming information has its own Blockchain client instance, while the Blockchain transaction supports simultaneous write and read operations.



	Availability
	Blockchain networks are distributed by design; thus, high availability is guaranteed.



	Confidentiality
	SSL is used in all communications.



	Access control
	The auditing system is designed in such a way that only the data source can update or retrieve its own data through the DApp, while access through the Blockchain monitor client is authenticated; hence, a proper account is required to access the graphical information. Thus, data access control is guaranteed.



	Usability
	Graphical information (tables) is provided in the Blockchain monitor client.



	Multidomain
	The Blockchain monitor allows the recording of any kind of information thanks to the name-value pair in the data model (multisector, multidomain).



	Abstraction of the Blockchain
	A Blockchain monitor is included in the audit trail system to allow users without any Blockchain account to access the Blockchain-based audit trail data.



	REST API
	An REST API is implemented in the Blockchain client to facilitate the deployment, integration, and use of the auditing system by any stakeholder.
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Table 4. Improvements over the state-of the-art Blockchain-based audit trail approaches.
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	Study
	Main Limitation
	Improvement





	[31]
	Lack of technical aspects specific to the Blockchain technology.
	Detailed technical description is provided.



	[32]
	Limited to banking context (broader applicability limited). Usability is not considered.
	The proposed auditing system is multidomain and multisector. Usability is provided by means of the Blockchain monitor and Blockchain monitor client.



	[33,34,35,36]
	Availability is at risk (traditional databases). Two systems are required; complexity increases (synchronization is required).
	The auditing functionality and the registered data are only recorded on a distributed Blockchain; thus, high availability is guaranteed, and complexity is limited to the Blockchain technology.



	[37]
	Limited application. Usability is not considered.
	The proposed auditing system is multidomain and multisector. Usability is provided by means of the Blockchain monitor and Blockchain monitor client.



	[38]
	Auditing functionality is not secure enough (Blockchain only saves data but does not execute auditing functions; an additional log server is needed). Usability is not considered.
	The auditing functionality is provided through smart contracts directly registered on the Blockchain; thus, it is secure and tamper-resistant. Usability is provided by means of the Blockchain monitor and Blockchain monitor client.
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